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1 Introduction

It has been observed that in recent years Geographi-
cal Information Systems(GIS) and Spatial Information
Systems have gone through substantial changes with re-
spect to users, problems, problem domains, and data.
The GIS community is rapidly expanding to include
users from different sectors of the economy; along with
this come different demands regarding the type, re-
quired speed, scope and scale of applications. Users in
decision making positions require rapid, close to instan-
taneous responses even to complex queries. In addition,
users today have access to an unprecedented amount of
high resolution and high-quality data through scanners,
satellites, range finders, medical equipment and other
devices.

The effect of these changes is a rapid and huge in-
crease in the computational demands placed on GIS.
Processing a large raster often takes hours or even days;
(processing a large raster, say of size 6000x6000 cells,
at a speed of 1000 cells per second, would take 10
hours). Lengthy computation times in different applica-
tions have been reported as stated e.g., in [22]. To keep
up with the computational demands without sacrifice
(i-e., reduction in resolution or scope of model), par-
allel computing appears to be the only solution. Par-
allel hardware is readily available at a good price-to-
performance ratio (in the small to medium range).

Several researchers and groups have used or advo-
cated parallelism for GIS. This includes the work de-
scribed in [13, 17, 10, 5, 25, 23, 14, 47, 6, 19, 42, 38, 36,
37, 22, 31, 43, 46, 13].

Faust et al. [18] state that “the real issues in comput-
ing in the next decade involve innovations that will al-
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low relatively unsophisticated users to access the power
of the computer hardware, without having to become ex-
perts in programming and computer operating systems.
The tools for GIS .... should become easier to use ...
and at the same time be able to take advantage of the
new advances in hardware and software technology.”

While parallelism in GIS appears to be necessary,
the task of providing parallelism is highly challenging,
requiring novel ideas and specialized knowledge from
areas of computer science outside GIS. Our primary re-
search and development objective is to enable users,
researchers and developers within GIS to use parallel
computers without paying the high price of having to
deal with the complex issues inherent to it (we provide
transparent parallelism).

Here we report on our first major milestone to-
wards achieving this objective: the design and pro-
totype implementation of an environment for paral-
lel raster-based NEighbourhood MOdelling (NEMO).
NEMO is primarily intended for (but not necessarily
restricted to) coarse-grained parallelism with a limited
number of processors.

2 NEMO

Before we discuss the NEMO system, we define neigh-
bourhood modelling. Let g;; be a cell in an m x n raster
corresponding to the location of a point in a geographic
terrain (each cell stores one or more attributes, e.g., ur-
ban, rural). Cell g;; may be time variant (denoted by
gi;j(t) for time t). We define the neighbourhood N(g;;) of
a cell g;; to be a set of cells in the raster associated with
gij- Typically, N(gi;) includes all of the cells which are
within the vicinity of g;;. Neighbourhood modelling in-
volves performing one or more operations on each raster
cell and its neighbourhood. The operation performed is
a function which calculates a new value for a cell or its



neighbourhood based on the attributes stored in the cell
and the cells in its neighbourhood.

Neighbourhood modelling applications fall into
three main categories: neighbourhood analysis, cel-
lular automata and propagation. NEMO is not
tailored to any specific application. Rather, it is
designed to support applications falling under the
umbrella of these three raster neighbourhood mod-
elling categories. =~ NEMO encompasses these cat-
egories through corresponding neighbourhood mod-
elling drivers (Section 2.1.1): Neighbourhood Analysis
Driver(ND), Cellular Automata Driver(CD) and Prop-
agation Driver(PD). Two additional client-server com-
ponents (Section 2.1.2): Display Manager(DM) and
Raster Database Manager(RDM) handle all data I/0
and visualization issues. A communication layer is used
to connect the host to the processors of the parallel ma-
chine (see Figure 1).

Our model of computation is Multiple Instruction
Multiple Data (MIMD) using a distributed memory ar-
chitecture. Our present implementation is on an AVX
II manufactured by ALEX Informatique, Canada.

Since the display and I/O components are designed
as separate modules, applications are portable to differ-
ent architectures. In addition, the communication layer
can be configured in a number of different ways. Cur-
rently, NEMO uses a mesh configuration to interconnect
the processors since it is more natural for the three cat-
egories of neighbourhood modelling considered.

2.1 System Components Overview

Although the three application drivers differ in func-
tionality, the principles under which they operate are
similar. The drivers accept as input: one or more
raster images (where each raster image may have one
or more attributes associated with each cell), a user-
defined neighbourhood function, and a local neighbour-
hood definition. Using the client-server components,
the application drivers load the data into the parallel
machine (tiling the data as necessary), activate user-
defined neighbourhood functions on each raster-cell,
output the results to the database and/or display the
resulting data.

The main difference between the three drivers is the
order in which the cells are processed; the implications
of this for the implementation are substantial. The cel-
lular automata and neighbourhood analysis drivers pro-
cess the cells in an arbitrary order whereas the propa-
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Figure 1: NEMO system overview.

gation driver processes the cells in a user-specified order
(defined at run time). For instance, consider a neigh-
bourhood function N(g;;) that operates on a raster cell
gij- The differences between the three families can be
illustrated via pseudo code:

Neighbourhood Analysis
FOR (each cell g;; - arbitrary order) DO

N(gij)

Cellular Automata
FOR (each generation - sequentially) DO
FOR (each cell g;; - arbitrary order) DO

N(gi5)

Propagation
FOR (next cell g;; in priority queue) DO
N(gij)

The two client-server components communicate with
the user’s application via the drivers. The parallel ma-
chine processors act as clients from which raster data
can be requested, displayed and/or stored. The DM
allows graphical data to be displayed from the ap-
plication, and also provides a dynamic zooming and
scrolling interface to the displayed data. The RDM al-
lows reading and writing of raster data that reside on
the host machine. All interaction (I/O requests) be-
tween the host machine and the parallel machine takes
place through the communication network (using mes-
sage passing).



2.1.1 Neighbourhood Modelling Drivers

Neighbourhood Analysis Driver (ND) - Neigh-
bourhood analysis involves executing one, or a series
of distinct, single pass neighbourhood functions on a
raster. It encompasses neighborhood modelling as a
whole. Applications in this category which we have im-
plemented include several image processing operations
and cartographic modelling using Tomlin’s “Map Alge-
bra” [45, 9, 35]. Li [32] discusses issues regarding the
implementation of map algebra in a data parallel pro-
gramming language. Three general families of neigh-
bourhood operations are identified in the ND design,
differing primarily in the amount of intra-raster com-
munication required:

e Point-wise operations - cell by cell combination
of rasters (e.g., map overlay) which requires no
communication between processors.

e Local neighbourhood operations - transformation
of each cell according to some function of its neigh-
boring cells’ values. It requires limited communi-
cation, typically between neighbouring processors
(e.g., image processing operations such as noise re-
duction and edge enhancement).

e Global operations - computations involving an ar-
bitrary number of cells of a raster which require ex-
tensive data communication (e.g., calculating ag-
gregate statistics for a raster such as a colour his-
togram). These operations provide the most inter-
esting challenges to transparent parallelism.

Cellular Automata Driver (CD) - The CD is a
general tool supporting the development of cellular au-
tomata (CA) applications. The CD processes all cells
(with their respective neigbourhoods) in a raster one
at a time in arbitrary order. Each cell in a cellular
automaton can be in one of several predefined states.
When processed, a cell may change its state depending
on its current state and the state of its neighbouring
cells. The CD processes the raster(s) one generation at
a time; a generation is the collection of cells at some
discrete time. The next generation is obtained by pro-
cessing each cell of the current generation once. After
a cell has been processed its new state is saved for the
next generation. Upon completion of a generation the
CD starts to process the next generation. The CD stops
when the desired number of generations is reached.

CA were introduced by Codd [12] (made famous
through Conway’s “Game of Life” [21]) as an elegant
mathematical model for a class of processes operating
in discrete time and space. GIS modelling/simulation

using CA has been described for forest growth [30] and
dieback [29], forest fires [2, 11], forest infestation [24],
earthquakes [1, 4] [33], and avalanches [39]. Bonfatti et
al. show a CA that models the propagation of tides over
a lagoon [7]. Itami [27] has studied CA for residential
site selection (using Tomlin’s map analysis package).
More recently [28], he has studied the incorporation of
CA into a GIS system, including Tomlin’s map algebra.
Batty and Xie [3] use CA to model urban growth and
form. Brinch Hansen [8] describes a model program
for parallel execution of cellular automata adapted to a
simple forest fire model.

Tobler[44] introduces the notion of cellular geogra-
phy in which he classifies different CA models covering
a wide range of applications and generalizations. The
CD is intended for general cellular automata GIS ap-
plications. It supports all of the models proposed by
Tobler.

Propagation Driver (PD) - The propagation model
is designed to process applications which operate on the
active border principle in which only a subset of cells
need be processed at a given time. Although propaga-
tion can be emulated with cellular automata and vice
versa, it is better to separate the two families to increase
performance. For example, if propagation is emulated
with cellular automata, then it would take a full gener-
ation (i.e., complete processing of the raster) in order to
advance the active border. In the PD, instead of mod-
ifying the attributes of the center cell g;; in the local
neighbourhood (as in the CD), the center cell g;; may
affect the attributes of its neighbours.

For example, in a forest fire only the areas near the
fire front (i.e., the active border) are of interest and
must be processed. All other areas do not require pro-
cessing at this moment. Since only a portion of the
raster is active at any given time, it is more efficient.
Other applications include producing cost surfaces or
calculating propagation functions such as noise propa-
gation [41].

2.1.2 Client Server Components

The client-server components of NEMO take care of I/O
communication aspects between the host computer and
the internal processors. To retrieve/output data or to
display a raster, each processor operates, as though it
was a sequential machine and not a processor in a par-
allel environment. Each component has two subcompo-
nents: a communication component allowing the par-
allel processors to transparently interact with the host



and a set of library functions executing the requests is-
sued by the processors.

Display Manager (DM) - The DM controls all as-
pects of displaying raster images and application re-
sults. It provides a flexible environment for data dis-
play while freeing the user from having to handle any of
the issues that relate to data display (e.g., scaling, clip-
ping and geo-referencing). It provides dynamic viewing
of application data by allowing continuous updating of
raster images on the screen. The DM also provides syn-
chronization mechanisms that allow data to be collected
before it is displayed.

Raster Database Manager (RDM) - The RDM
manages the raster database by servicing all I/O re-
quests. The RDM provides a client server environment
where the processors are the clients and the RDM is the
server. It controls and manipulates a central database
which, at present, is stored on the host system on one
or more disks. The nature of NEMO has allowed us
to choose a “shared external memory” model over “dis-
tributed memory model” in order to avoid data and
cache coherence problems and to avoid common dead-
lock situations.

2.2 Parallel Issues

While parallel computers are becoming widely available,
the development and implementation of (complex) al-
gorithmic techniques to exploit the features of parallel
architectures is very challenging. Parallel algorithms
present a host of issues that are independent of neigh-
bourhood modelling, which must be addressed in order
to efficiently implement a parallel neighbourhood mod-
elling system. NEMO’s primary objective of providing
transparent parallelism relieves the burden of these par-
allel issues from the user. The main issues are as follows:

e DataI/O

e Data Visualization

e Architecture and Machine Independence
e Communication Bottlenecks

e Causality Errors

e Load Balancing

e Data Coherence

e Deadlock and Simulation Termination

Efficient handling of these issues requires knowledge
of parallel machines and algorithms. It would only hin-
der the efforts of a GIS application designer if he/she
had to deal with them. Thus, NEMO handles most of
these issues in a manner which is independent of the ap-
plication itself (provided that the application falls under
one or more of the three modelling families mentioned
earlier). As a result, the user works with a system that
“acts” like a sequential GIS, with the exception that ap-
plications run faster. NEMO is able to hide all parallel
details through the use of the application drivers and
the client-server components. Due to space constraints,
we will discuss two techniques that we use to help alle-
viate parallel issues of load balancing, causality errors

and data I/0O.

2.2.1 Causality Errors and Load Balancing

In this section we describe our solution to causality er-
rors, load balancing and visualization that arise during
parallelization. Causality errors arise when a processor
in a parallel simulation does not wait for up-to-date in-
put but rather processes the data and advances its local
simulation time ahead of the global minimum simula-
tion time. Due to changes in the data it must backtrack
from its current simulation time and repeat the compu-
tation. Causality errors are bound to happen in the
PD due to its operational nature - the shortest path
principal. For example: two forest fires may occur si-
multaneously in two different locations - fire A spreads
at a speed of 50km/h while fire B spreads at 10km/h.
If two processors process different forest fires without
knowledge of each other, then the processor which pro-
cesses fire B will have to repeat its computation when it
receives the data of fire A. Broadcasting the global sim-
ulation time in the network is not viable since it would
reduce the performance of the parallel computer to that
of a sequential machine, or worse.

Since each processor receives different portions of the
raster, the amount of computation will vary depending
on the data. For example, in fire propagation, a sec-
tion of data representing forested regions would require
more computation than regions containing water. Also,
in many PD and CD applications the operations on the
data effect only a relatively small number of cells which
may be clustered (e.g., in a forest fire the activity will
occur only on the boundary of the fire). Load balanc-
ing is required to ensure that the computation is evenly
distributed among processors.

Another key issue is the animation of the simulation.
In many cellular automata and propagation modelling



applications the progress of the simulation is just as
important as the final output (result). For example, in
a forest fire, we are not only interested in determining
what areas have burnt but also in the spreading be-
haviour of the fire.

We have overcome these issues by introducing a fold-
ing technique. The folding is an efficient mapping of
spatial data to processors. For 2D data, the folding di-
vides the raster into many small tiles, but instead of
mapping the tiles to the processors cyclically, it maps
the tiles to the processors by folding the raster like an
accordion in the X and Y directions (see Figure 2). The
2D folding has the following advantages:

e Reduction of Causality Errors - the 2D folding
significantly reduces the number of causality errors
that occur in the system while allowing the sim-
ulation to progress in parallel. As a result of the
2D folding, each processor in the parallel computer
has different sections (pieces) of the spatial data.
Thus, as the simulation progresses, each processor
will have several active sections (sections contain-
ing cells that must be processed) from different lo-
cations. It can then compare the simulation time
among all the sections and process the cells with
the minimum simulation time. This allows the PD
to implicitly broadcast the simulation time among
the processors without sending messages (allowing
each processor to have a current simulation time
very close to the global simulation time).

e Load Balancing - In many PD and CD appli-
cations the active cells (cells to be processed) are
not uniformly distributed throughout the raster.
This results in areas which have clusters of ac-
tive cells. The finer partitioning of the 2D fold-
ing allows the clustered data to be redistributed
among all processors. Although raster partition-
ing into smaller sections is a common technique in
parallel spatial processing, the 2D folding provides
us with the additional advantage of reducing the
distance that messages must travel in the system.
The communication pattern of NEMO is mainly
among neighbouring processors. The 2D folding
ensures that processors containing adjacent sec-
tions of the raster are also adjacent in the parallel
computer. This reduces the distance that a mes-
sage must travel in the system to one link.

2.2.2 Data I/O and Visualization

In many GIS applications, rasters have a very large
amount of data which cannot be kept completely in
memory. This may cause a problem when data is to

Figure 2: A folding sequence showing how a raster is
mapped to 4 processors. The raster is shown as a grid
of 8x8 blocks in A. B to E show how the raster is folded
onto the 4 processors. F-H shows the unfolding back to
the 8x8 grid. I shows the final mapping of the blocks.

be displayed in a dynamic fashion (such as allowing
zooming or scrolling). The host machine of NEMO only
stores and displays the raster data that fits in the win-
dow. Since there may not be enough memory to hold
the entire raster on the host machine, we distribute the
raster data and store it among the processors of the
parallel machine. Whenever the raster data is to be
displayed, each processor sends its portion to the host
machine for display. Due to the large amount of raster
data, each processor clips and samples the data before
sending it to the host. This requires each processor
to have the dimension, offset and zoom ratio of each
window. In order to provide a transparent interface
to the windowing system, NEMO creates an additional
“helper” process on each processor which handles com-
munication with the host machine for all display re-
quests. When windows are opened by an application,
the appropriate data (i.e., dimension etc.) is sent to
the helper process on each processor for registration.
Each helper process keeps a buffer containing the most
recently displayed data. When a resize, zoom or scroll
event occurs, the DM requests the last displayed data
from each of the processors which send the appropri-
ately clipped and sampled data back to the host for a
display update. An interesting effect of this technique



is that data is displayed in pieces, which is analogous
to filling in pieces of a jigsaw puzzle.

3 Applications on Top of NEMO

As we have shown in previous sections the NEMO sys-
tem itself is not an application but rather an envi-
ronment for developing neighbourhood related applica-
tions. A large variety of applications can be developed
and executed on top of NEMO (each of the drivers is
designed as a development tool for a range of neigh-
bourhood models). We have developed the following
applications:

e Image processing applications (including edge de-
tection and skeleton finding)

e Cartographic modelling using map algebra
(see [16])

e Forest fire modelling (see Figure 6,7)
e Earthquake modelling
e Response time modelling (see Figure 3)

e Generation of weighted cost surfaces
(see Figure 5)

e Ice tracking (see Figure 8)

Due to space constraints we restrict ourselves to dis-
cussing a simple example of an emergency response time
modelling application. We show that the amount of
work that the user must do in order to create a new
application on top of NEMO is minimal and requires
no special knowledge of parallelism.

3.1 Emergency Response Time Modelling

This application computes the area (city region) which
can be reached by emergency vehicles (e.g., fire depart-
ment) within a predetermined maximum allowable re-
sponse time. For simplicity the problem can be de-
scribed as follows: Given the locations of the emergency
stations, find: for each station the area that it must ser-
vice in case of an emergency; the expected arrival time
for each region in the city; areas that cannot be covered
by any of the selected emergency stations within the
response time.

The emergency vehicles in this example can travel at
a speed of 80 km/h on main roads and at a speed of 15
km/h off the main roads. In addition to the speed, each
station can be assigned a weight factor which reduces or
increases the travel time. The maximum allowable re-
sponse time is 10 minutes. The input rasters are a road

F Emergency BResponse 5

Figure 3: Snapshot of the emergency response time
modelling simulation. The regions that can be reached
from 5 stations within the allowed response time are
shown in different shades of grey.

map of the city and a digital elevation model map. The
output is a raster with two attributes per cell. The first
attribute is the id of the station that should respond
to any emergency call within the area and the second is
the travel time to this location. Figure 3 shows a screen
snapshot for this example at an intermediate stage in
which the travel time to certain areas from five emer-
gency stations has already been computed.

3.2 Performance Results

Figure 4 shows the speed-up (measured as (time for
1 processor) / (time for p processors)) results for the
ERTM example for 5 stations using 3 rasters of size
1472 x 1472 for a total of 23MB of data. The graph
shows that the ERTM application achieves very good
speed-up.

The efficiency of the applications that we have de-
veloped ranges from 50% to 90% of the optimal for all
ranges of processors measured. Since there is a direct
link between the speed-up and the amount of time it
takes to process a single cell (depending on its neigh-
bourhood), the nature of the application is the most
important factor affecting performance. Since NEMO
is a general purpose tool and is not geared towards any
application in particular, all fine tuning is dynamic with
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Figure 4: Speed-up results of the emergency response
time modelling example.

respect to the application. We are further continuing
to explore this dynamic relationship between compu-
tation and communication which will allow NEMO to
efficiently execute a wide variety of applications.

3.3 Writing a New NEMO Application

NEMO is designed for general purpose use and to ac-
commodate new neighbourhood applications easily. To
meet our main objective, transparent parallelism, and
to allow the user to concentrate on his/her application,
the system requires the user to provide only a handful
of functions that will be linked to NEMO. For ERTM,
which is an application built on the propagation driver,
the following set of five functions is required:

e Modelling Function - This is the core func-
tion of the neighbourhood model. Here the be-
havior and the nature of the model are defined.
This function determines the direction of spread,
its rate and the effect of the cell on its neighbour-
ing cells. Most of the user’s effort will be incor-
porated in this function. In the ERTM applica-
tion when this function is activated, it determines
for each of the neighbouring cells, the arrival time
of the rescue team. The function calculates the
additional travel time by first computing the ad-
ditional distance (between the center cell and its
neighbour) based on the DEM map and then com-
puting the time needed to cover this distance (on
or off road travel). If the rescue team can reach the
neighbouring cell faster than the previously stored
time, the function replaces the arrival time and
the servicing station and notifies the PD about
the changes.

e Initialization Function - This is the first func-
tion which is called by the propagation driver. The
user, via this function, provides the PD with all
the information it needs to start the modelling.
Examples are the neighbourhood size, the rasters
needed, the neighbourhood function, the cell and
time comparison functions and when to stop the
simulation. In addition to the information re-
quired by the driver, the user can initialize his/her
own private data structures which are needed for
the application and then inform the PD about
their existence.

e Simulation Time Comparison Function -
The PD processes the cells in a prioritized order,
such that the cell with the minimum time is the
next one to be processed. Each of the cells is as-
signed a “time” which is defined by the applica-
tion. Thus, in order to determine the processing
order of the cells the PD must be able to compare
the “time” associated with the cells. Since the
“time” is known only to the application, this func-
tion is required to compare the simulation time.
In the case of the ERTM example, the “time” con-
sists of two keys: the travel time it takes to reach
the cell (primary key) and the id of the station
(secondary key).

e Cell Comparison Function - This function
is required in order to allow the PD to operate
in a parallel environment. The guiding princi-
ple behind the PD is the priority queue concept.
Namely, the cell with the minimum time is pro-
cessed next. However, since the PD operates in
an asynchronous mode it may happen that a cell
A is a neighbour of two other cells which are pro-
cessed by two different processors. Hence, the PD
must determine which of the two copies of A con-
tains the minimum time. To do so, the PD re-
quires that the application, which has the notion
of “time” and the content of the cell, will compare
the two cells.

e Termination Function - This function is called
by the PD when the simulation is complete. It
allows the application to clean up (i.e., to close
any open files free the memory etc.).

Four out of the five above functions are required in
any general purpose propagation tool. The only addi-
tional function is the cell comparison function which
is needed as a result of parallelism constraints. Al-
though the user must write this additional function,
all notion of parallelism and the parallelism issues are
hidden from the application. This allows the user to
concentrate on his/her model and improve the quality



of the model instead of “wasting” his/her valuable time
on the parallelization of the model (since all paralleliza-
tion tasks and other inherent issues are being dealt with

by NEMO).

4 Conclusion and Current Research Activ-
ities

The NEMO system described in this paper is a parallel
GIS for raster-based neighbourhood modelling. NEMO
enables the scientific community to harness the power
of parallel computers while avoiding the issues inherent
to parallelism. NEMO has been delivered to our indus-
trial partner, ALMERCO Inc., for subsequent commer-
cial development.

In the process of implementing NEMO, we developed
several tools including a graphical performance analyzer
[34] and a simulator for the parallel AVX machine [40]

Currently we are developing two general systems for
modelling and processing of spatial data:

e ATLANTIS - a general purpose parallel vector
based GIS.

e Parallel Spatial Modelling Environment -
an integrated open parallel environment for pro-
cessing, manipulating, storing and visualizing of
spatial data. The target domains for the system
include areas where spatial data arise e.g., GIS, re-
mote sensing, image processing, medical comput-
ing, and robotics.
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